# Hash

## Q1

Implement function

int foldShift(long long key, int addressSize);  
int rotation(long long key, int addressSize);

to hashing key using Fold shift or Rotation algorithm.

Review Fold shift:

The **folding method** for constructing hash functions begins by dividing the item into equal-size pieces (the last piece may not be of equal size). These pieces are then added together to give the resulting hash value.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| cout << rotation(600101, 2); | 26 |

int foldShift(long long key, int addressSize)

{

}

int rotation(long long key, int addressSize)

{

}

//REMEMBER: ĐẶT ÁC BIẾN TẠM CÙNG DATATYPE VỚI IMPUT VALUE (LONG LONG -> XÀI BIẾN TẠM LONG LONG (no int))

int foldShift(long long *key*, int *addressSize*)

{

    //special case:

    if(*key* == 0) return 0;

    //normal case:

    Long long res = 0;

    long long pow10 = 1;

    while(pow10 < *key*){

        pow10 \*= 10;

    }

    while(pow10 >1)

    {

        res += *key* / pow10;

*key*  = *key* % pow10;

        for(int i = 0; i < *addressSize*; i++) pow10 /= 10;

    }

    res += *key*;

    long long powSize = 1;

    for(int i = 0; i < *addressSize*; i++) powSize \*= 10;

    if(res >= powSize) return res%powSize;

    return res;

}

int rotation(long long *key*, int *addressSize*)

{

    //normal case:

    long long modVal = *key* % 10;

*key* = *key* / 10;

    long long pow10 = 1;

    while(pow10 < *key*) pow10 \*= 10;

*key* += modVal \* pow10;

    return foldShift(*key*, *addressSize*);

}

## Q2

Implement three following hashing function:

**long** **int** midSquare(**long** **int** seed);  
**long** **int** moduloDivision(**long** **int** seed, **long** **int** mod);  
**long** **int** digitExtraction(**long** **int** seed, **int**\* extractDigits, **int** size);

Note that:

In midSquare function: we eliminate 2 last digits and get the 4 next digits.

In digitExtraction: extractDigits is a sorted array from smallest to largest index of digit in seed (index starts from 0). The array has size **size.**

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int a[]={1,2,5};  cout << digitExtraction(122443,a,3); | 223 |
| cout <<midSquare(9452); | 3403 |

long int midSquare(long int seed)

{

}

long int moduloDivision(long int seed, long int mod)

{

}

long int digitExtraction(long int seed,int\* extractDigits,int size)

{

}

long int midSquare(long int *seed*)

{

    return (*seed*\**seed* / 100) % 10000;

}

long int moduloDivision(long int *seed*, long int *mod*)

{

    return *seed* % *mod*;

}

long int digitExtraction(long int *seed*,int\* *extractDigits*,int *size*)

{

*string* str = to\_string(*seed*);

    long int sizestr = str.size();

    long int res = 0;

    long int count = 0;

    for(long int i=0; i<sizestr; i++)

    {

        if(i == *extractDigits*[count])

        {

            res = res\*10 + (str[i] - '0');

            count++;

        }

    }

    return res;

}

## Q3 – lam lai, so voi reference code

There are n people, each person has a number between 1 and 100000 (1 ≤ n ≤ 100000). Given a number target. Two people can be matched as a **perfect pair** if the sum of numbers they have is equal to target. A person can be matched no more than 1 time.

**Request:** Implement function:

int pairMatching(vector<int>& nums, int target);

Where nums is the list of numbers of n people, target is the given number. This function returns the number of **perfect pairs** can be found from the list.

**Example:**

The list of numbers is {1, 3, 5, 3, 7} and target = 6. Therefore, the number of **perfect pairs** can be found from the list is 2 (pair (1, 5) and pair (3, 3)).

**Note:**

In this exercise, the libraries iostream, string, cstring, climits, utility, vector, list, stack, queue, map, unordered\_map, set, unordered\_set, functional, algorithm has been included and namespace std are used. You can write helper functions and classes. Importing other libraries is allowed, but not encouraged, and may result in unexpected errors.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| vector<int>items{1, 3, 5, 3, 7};  int target = 6;  cout << pairMatching(items, target); | 2 |
| int target = 6;  vector<int>items{4,4,2,1,2};  cout << pairMatching(items, target); | 2 |

int pairMatching(vector<int>& nums, int target) {

}

int pairMatching(vector<int>& *nums*, int *target*) {

    int countPair = 0;

    while(*nums*.size()){

        int first = *nums*.front();

*nums*.erase(*nums*.begin());

        int find = *target* - first;

        for(auto i = *nums*.begin(); i<= *nums*.end(); i++){

            if(\*i == find){

                countPair++;

*nums*.erase(i);

                break;

            }

        }

    }

    return countPair;

}

code tham khao

int pairMatching(vector<int>& nums, int target) {

int count=0;

//vector<pair<int,bool>> v;

sort(nums.begin(),nums.end());

//for(unsigned int i=0;i<nums.size();i++){

// v.push\_back(make\_pair(nums[i],0));

//}

int start=0;

int end=nums.size()-1;

while(start<end){

if(nums[start]+nums[end]>target){

end--;

}

else if(nums[start]+nums[end]<target){

start++;

}

else{

count++;

start++;

end--;

}

}

//while(start<end){

// if(v[start].first+v[end.first])

//}

return count;

}

# search

## Q4

Implement function

int binarySearch(int arr[], int left, int right, int x)

to search for value x in array arr using recursion.

After traverse an index in array, we print out this index using cout << "We traverse on index: " << index << endl;

Note that middle of left and right is floor((right-left)/2)

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[] = {1,2,3,4,5,6,7,8,9,10};  int x = 10;  int n = sizeof(arr) / sizeof(arr[0]);  int result = binarySearch(arr, 0, n - 1, x);  (result == -1) ? cout << "Element is not present in array"  : cout << "Element is present at index " << result; | We traverse on index: 4  We traverse on index: 7  We traverse on index: 8  We traverse on index: 9  Element is present at index 9 |

int binarySearch(int arr[], int left, int right, int x)

{

}

int binarySearch(int *arr*[], int *left*, int *right*, int *x*){

    if(*left* <= *right*){

        int mid = (*right*+*left*)/2;

        cout << "We traverse on index: " << mid << endl;

        if(*arr*[mid] == *x*){

            return mid;

        }

        else if(*arr*[mid] > *x*){

            return binarySearch(*arr*, *left*, mid-1, *x*);

        }

        else return binarySearch(*arr*, mid+1, *right*, *x*);

    }

    return -1;

}

## Q5

Given an array of distinct integers, find if there are two pairs (a, b) and (c, d) such that a+b = c+d, and a, b, c and d are distinct elements. If there are multiple answers, you can find any of them.

Some libraries you can use in this question:

#include <stdio.h>  
#include <stdlib.h>  
#include <math.h>  
#include <algorithm>  
#include <iostream>  
#include <utility>  
#include <map>  
#include <vector>  
#include <set>

**Note**: The function checkAnswer is used to determine whether your pairs found is true or not in case there are two pairs satistify the condition. You don't need to do anything about this function.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[] = { 3, 4, 7, 1, 2, 9, 8 };  int n = sizeof arr / sizeof arr[0];  pair<int, int> pair1, pair2;  if (findPairs(arr, n, pair1, pair2)) {  if (checkAnswer(arr, n, pair1, pair2)) {  printf("Your answer is correct.\n");  }  else printf("Your answer is incorrect.\n");  }  else printf("No pair found.\n"); | Your answer is correct. |
| int arr[] = { 3, 4, 7 };  int n = sizeof arr / sizeof arr[0];  pair<int, int> pair1, pair2;  if (findPairs(arr, n, pair1, pair2)) {  if (checkAnswer(arr, n, pair1, pair2)) {  printf("Your answer is correct.\n");  }  else printf("Your answer is incorrect.\n");  }  else printf("No pair found.\n"); | No pair found. |

bool findPairs(int arr[], int n, pair<int,int>& pair1, pair<int, int>& pair2)

{

// TODO: If there are two pairs satisfy the condition, assign their values to pair1, pair2 and return true. Otherwise, return false.

}

bool findPairs(int *arr*[], int *n*, pair<int,int>& *pair1*, pair<int, int>& *pair2*)

{

    // TODO: If there are two pairs satisfy the condition, assign their values to pair1, pair2 and return true. Otherwise, return false.

    // Create an empty Hash to store mapping from sum to

    // pair indexes

    map<int, pair<int, int> > Hash;

    // Traverse through all possible pairs of arr[]

    for (int i = 0; i < *n*; ++i)

    {

        for (int j = i + 1; j < *n*; ++j)

        {

            // If sum of current pair is not in hash,

            // then store it and continue to next pair

            int sum = *arr*[i] + *arr*[j];

            if (Hash.find(sum) == Hash.end())

                Hash[sum] = make\_pair(i, j);

            else // Else (Sum already present in hash)

            {

                // Find previous pair

                pair<int, int> pp = Hash[sum];// pp->previous pair

                // Since array elements are distinct, we don't

                // need to check if any element is common among pairs

*pair1* = make\_pair(*arr*[pp.first], *arr*[pp.second]);

*pair2* = make\_pair(*arr*[i], *arr*[j]);

                return true;

            }

        }

    }

    return false;

}

Reference:

<https://www.geeksforgeeks.org/find-four-elements-a-b-c-and-d-in-an-array-such-that-ab-cd/>

<https://www.geeksforgeeks.org/map-associative-containers-the-c-standard-template-library-stl/>

<https://www.geeksforgeeks.org/pair-in-cpp-stl/>

## Q6

Implement function

int interpolationSearch(int arr[], int left, int right, int x)

to search for value x in array arr using recursion.

After traverse to an index in array, before returning the index or passing it as argument to recursive function, we print out this index using cout << "We traverse on index: " << index << endl;

Please note that you can't using key work for, while, goto (even in variable names, comment).

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[] = { 1,2,3,4,5,6,7,8,9 };  int n = sizeof(arr) / sizeof(arr[0]);  int x = 3;  int result = interpolationSearch(arr, 0, n - 1, x);  (result == -1) ? cout << "Element is not present in array"  : cout << "Element is present at index " << result; | We traverse on index: 2  Element is present at index 2 |
| int arr[] = { 1,2,3,4,5,6,7,8,9 };  int n = sizeof(arr) / sizeof(arr[0]);  int x = 0;  int result = interpolationSearch(arr, 0, n - 1, x);  (result == -1) ? cout << "Element is not present in array"  : cout << "Element is present at index " << result; | Element is not present in array |

int interpolationSearch(int arr[], int left, int right, int x)

{

}

![Interpolation Search | Codewhoop](data:image/png;base64,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)

int interpolationSearch(int *arr*[], int *left*, int *right*, int *x*)

{

    int pos;

    // Since array is sorted, an element present

    // in array must be in range defined by corner

    if (*left* <= *right* && *x* >= *arr*[*left*] && *x* <= *arr*[*right*]) {

        // Probing the position with keeping

        // uni---m distribution in mind.

        pos = *left*

              + (((double)(*right* - *left*) / (double) (*arr*[*right*] - *arr*[*left*]))

                 \* (*x* - *arr*[*left*]));

        // Condition of target found

        cout << "We traverse on index: " << pos << endl;

        if (*arr*[pos] == *x*)

            return pos;

        // If x is larger, x is in right sub array

        if (*arr*[pos] < *x*)

            return interpolationSearch(*arr*, pos + 1, *right*, *x*);

        // If x is smaller, x is in left sub array

        if (*arr*[pos] > *x*)

            return interpolationSearch(*arr*, *left*, pos - 1, *x*);

    }

    return -1;

}

## Q7

In computer science, a jump search or block search refers to a search algorithm for ordered lists. The basic idea is to check fewer elements (than linear search) by jumping ahead by fixed steps or skipping some elements in place of searching all elements. For example, suppose we have an array arr[] of size n and block (to be jumped) size m. Then we search at the indexes arr[0], arr[m], arr[2m]…..arr[km] and so on. Once we find the interval (arr[km] < x < arr[(k+1)m]), we perform a linear search operation from the index km to find the element x. The optimal value of m is √n, where n is the length of the list.

In this question, we need to implement function jumpSearch with step √n to search for value x in array arr. After searching at an index, we should print that index until we find the index of value x in array or until we determine that the value is not in the array.

int jumpSearch(int arr[], int x, int n)

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[] = { 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377, 610 };  int x = 55;  int n = sizeof(arr) / sizeof(arr[0]);  int index = jumpSearch(arr, x, n);  if (index != -1) {  cout << "\nNumber " << x << " is at index " << index;  }  else {  cout << "\n" << x << " is not in array!";  } | 0 4 8 12 9 10  Number 55 is at index 10 |
| int arr[] = { 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377, 610 };  int x = 144;  int n = sizeof(arr) / sizeof(arr[0]);  int index = jumpSearch(arr, x, n);  if (index != -1) {  cout << "\nNumber " << x << " is at index " << index;  }  else {  cout << "\n" << x << " is not in array!";  } | 0 4 8 12  Number 144 is at index 12 |

int jumpSearch(int arr[], int x, int n) {

// TODO: print the traversed indexes and return the index of value x in array if x is found, otherwise, return -1.

}

Code dung mot phan (self-code)

int jumpSearch(int *arr*[], int *x*, int *n*) {

    // TODO: print the traversed indexes and return the index of value x in array if x is found, otherwise, return -1.

    int step = (int)sqrt((double)*n*);

    //NOTE: double sqrt(double num);

    int prev=0;

    while(prev < *n*){

        cout<< prev<<" ";

        if(*arr*[prev] == *x*) return prev;

        else if(*arr*[prev] < *x*) prev += step;

        else break;

    }

    prev -= step;

    int next = prev + step;

    if(next >= *n*) next = *n*-1;

    for(int i=prev+1; i < next; i++){

        cout<< i<<" ";

        if(*arr*[i] == *x*) return i;

        else if(*arr*[i] > *x*) break;

    }

    return -1;

}

Testcase that I’m wrong (I want ignore it)

|  |  |  |
| --- | --- | --- |
| int arr[] = { 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377, 610, 611, 612, 613 };  int x = 614;  int n = sizeof(arr) / sizeof(arr[0]);  int index = jumpSearch(arr, x, n);  if (index != -1) {  cout << "\nNumber " << x << " is at index " << index;  }  else {  cout << "\n" << x << " is not in array!";  } | 0 4 8 12 16 17 18 19  614 is not in array! | 0 4 8 12 16 17  614 is not in array! |

Code đúng 100%

Code đúng 100%

int jumpSearch(int *arr*[], int *x*, int *n*) {

    // TODO: print the traversed indexes and return the index of value x in array if x is found, otherwise, return -1.

    int step = sqrt(n);

    int prev = 0;

    int i;

    for (i = 0; i < n; i += step) {

        if (arr[i] == x) {

            cout << i;

            return i;

        }

        cout << i << " ";

        if (arr[i] < x) prev = i;

        if (arr[i] > x) break;

    }

    for (int j = prev; j < i; j++) {

        if (arr[j] == x) {

            cout << j;

            return j;

        }

        if (j != prev) cout << j << " ";

        if (arr[j] > x) break;

    }

    return -1;

}

# Heap - heap sort

## Q8

Your task is to implement heap sort (in ascending order) on an unsorted array.

#define SEPARATOR "#<ab@17943918#@>#"  
#ifndef SORTING\_H  
#define SORTING\_H  
#include <iostream>  
#include <queue>  
**using** **namespace** std;  
**template** <**class** T>  
**class** Sorting {  
**public**:  
    /\* Function to print an array \*/  
    **static** **void** printArray(T \*start, T \*end)  
    {  
        **long** size = end - start;  
        **for** (**int** i = 0; i < size - 1; i++)  
            cout << start[i] << ", ";  
        cout << start[size - 1];  
        cout << endl;  
    }  
      
    **//Helping functions go here**  
    **static** **void** heapSort(T\* start, T\* end){  
        //TODO  
        Sorting<T>::printArray(start,end);  
    }  
      
};  
#endif /\* SORTING\_H \*/

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[4]={4,2,9,1};  Sorting<int>::heapSort(&arr[0],&arr[4]); | 1, 2, 4, 9 |
| int arr[4]={-1,0,2,3};  Sorting<int>::heapSort(&arr[0],&arr[4]); | -1, 0, 2, 3 |

//Helping functions go here

static void heapSort(T\* start, T\* end){

//TODO

Sorting<T>::printArray(start,end);

}

//Helping functions go here

    static void swap(*T*\* *start*, int *i*, int *j*){

*T* temp = \*(*start* + *i*);

        \*(*start* + *i*) = \*(*start* + *j*);

        \*(*start* + *j*) = temp;

    }

    static void Delete(*T*\**start*, *T*\* *end*){

*T* x = \**start*;

        int size = *end* - *start* +1;

        \**start* = \**end*;

        int i =0;

        int j= 2\*i +1;

        while(j < size-1){

            if(\*(*start*+j) < \*(*start*+j+1)){

                j = j+1;

            }

            if(\*(*start*+i) < \*(*start*+j)){

                Sorting<*T*>::swap(*start*,i,j);

                i = j;

                j=2\*i+1;

            }

            else break;

        }

        \**end* = x;

    }

    static void Heapify(*T*\* *start*, *T*\* *end*){

        int size = *end* - *start* +1;

        for(int i = (size/2)-1; i >= 0; i--){

            int j = 2\*i + 1;

            while(j < size){

                if(\*(*start*+j) < \*(*start*+j+1) && j+1 < size) j++;

                if (\*(*start*+i) < \*(*start*+j)){

                    Sorting<*T*>::swap(*start*,i,j);

                    i = j;

                    j = 2\*i + 1;

                }

                else break;

            }

        }

    }

    static void heapSort(*T*\* *start*, *T*\* *end*){

        //TODO

        Sorting<*T*>::Heapify(*start*, *end*-1);

*T*\* temp = *end*-1;

        while(*start* < temp){

            Sorting<*T*>::Delete(*start*, temp);

            temp = temp -1;

        }

        Sorting<*T*>::printArray(*start*,*end*);

    }

## Q9

In a fast food restaurant, a customer is served by following the first-come, first-served rule. The manager wants to minimize the total waiting time of his customers. So he gets to decide who is served first, regardless of how sooner or later a person comes.

Different kinds of food take different amounts of time to cook. And he can't cook food for two customers at the same time, which means when he start cooking for customer A, he has to finish A 's order before cooking for customer B. For example, if there are 3 customers and they come at time 0, 1, 2 respectively, the time needed to cook their food is 3, 9, 6 respectively. If the manager uses first-come, first-served rule to serve his customer, the total waiting time will be 3 + 11 + 16 = 30. In case the manager serves his customer in order 1, 3, 2, the total waiting time will be 3 + 7 + 17 = 27.

**Note**: The manager does not know about the future orders.

In this question, you should implement function **minWaitingTime** to help the customer find minimum total waiting time to serve all his customers. You are also encouraged to use data structure **Heap** to complete this question. You can use your own code of **Heap**, or use functions related to Heap in library <algorithm>.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int n = 3;  int arrvalTime[] = { 0, 1, 2 };  int completeTime[] = { 3, 9, 6 };  cout << minWaitingTime(n, arrvalTime, completeTime); | 27 |
| int n = 4;  int arrvalTime[] = { 0, 4, 2, 5 };  int completeTime[] = { 4, 2, 3, 4 };  cout << minWaitingTime(n, arrvalTime, completeTime); | 21 |

int minWaitingTime(int n, int arrvalTime[], int completeTime[]) {

// YOUR CODE HERE

}

int minWaitingTime(int *n*, int *arrvalTime*[], int *completeTime*[]) {

    // YOUR CODE HERE

    int sumWait = 0;

    int preTime = 0;

    while (*n* != 0) {

        int index = 0;

        bool isWaiting = false;

        for (int i = 0; i < *n*; ++i) {

            if (*arrvalTime*[i] <= preTime) {

                if (isWaiting == false) {

                    index = i;

                    isWaiting = true;

                }

                else {

                    if (*completeTime*[i] < *completeTime*[index]) {

                        index = i;

                    }

                }

            }

        }

        if (isWaiting == true) {

            preTime = preTime + *completeTime*[index];

            sumWait = sumWait + preTime - *arrvalTime*[index];

            swap(*completeTime*[index], *completeTime*[*n* - 1]);

            swap(*arrvalTime*[index], *arrvalTime*[*n* - 1]);

*n*--;

        }

        else {

            preTime = *arrvalTime*[0];

            for (int i = 1; i < *n*; i++) {

                if (*arrvalTime*[i] < preTime) {

                    preTime = *arrvalTime*[i];

                }

            }

        }

    }

    return sumWait;

}

## Q10

Implement functions: **Peek, Pop, Size, Empty, Contains** to a maxHeap. If the function cannot execute, **return -1**.

#include <iostream>  
#include <fstream>  
#include <string>  
#include <cstring>  
#include <cmath>  
#include <vector>  
#include <algorithm>  
**using** **namespace** std;  
#define SEPARATOR "#<ab@17943918#@>#"  
**template**<**class** T>  
**class** Heap {  
**protected**:  
    T\* elements;  
    **int** capacity;  
    **int** count;  
**public**:  
    Heap()  
    {  
        **this**->capacity = 10;  
        **this**->count = 0;  
        **this**->elements = **new** T[capacity];  
    }  
    ~Heap()  
    {  
        **delete**[]elements;  
    }  
    **void** push(T item);  
      
    **bool** isEmpty();  
    **bool** contains(T item);  
    T peek();  
    **bool** pop();  
    **int** size();  
      
    **void** printHeap()  
    {  
        cout << "Max Heap [ ";  
        **for** (**int** i = 0; i < count; i++)  
            cout << elements[i] << " ";  
        cout << "]\n";  
    }  
**private**:  
    **void** ensureCapacity(**int** minCapacity);  
    **void** reheapUp(**int** position);  
    **void** reheapDown(**int** position);  
};

//Your code goes here

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| Heap<int> maxHeap;  for (int i=0;i<10;i++){  maxHeap.push(i);  }  cout << maxHeap.size(); | 10 |
| Heap<int> maxHeap;  for (int i=0;i<10;i++){  maxHeap.push(i);  }  cout << maxHeap.isEmpty(); | 0 |

template<class T>

int Heap<T>::size(){

}

template<class T>

bool Heap<T>::isEmpty(){

}

template<class T>

T Heap<T>::peek(){

}

template<class T>

bool Heap<T>::contains(T item){

}

template<class T>

bool Heap<T>::pop(){

}

template<class *T*>

int Heap<*T*>::size(){

    return count;

}

template<class *T*>

bool Heap<*T*>::isEmpty(){

    return count == 0;

}

template<class *T*>

*T* Heap<*T*>::peek(){

    if(count == 0) return -1;

    return elements[0];

}

template<class *T*>

bool Heap<*T*>::contains(*T* *item*){

    for(int i = 0; i < count; i++){

        if(elements[i] == *item*) return true;

    }

    return false;

}

template<class *T*>

bool Heap<*T*>::pop(){

    if(count){

        elements[0] = elements[count-1];

        count--;

*this*->reheapDown(0);

        return true;

    }

    return false;

}

## Q11 – lam lai, so voi reference code

Cho template của class Printer Queue có 2 phương thức bắt buộc:

1. addNewRequest(int priority, string fileName)

Phương thức đầu tiên sẽ thêm 1 file vào danh sách hàng đợi của máy in (bao gồm độ ưu tiên và tên file). Test case sẽ có tối đa 100 file cùng lúc trong hàng đợi

2. print()

Phương thức thứ hai sẽ in tên file kèm xuống dòng và xóa nó ra khỏi hàng đợi. Nếu không có file nào trong hàng đợi, phương thức sẽ in ra "No file to print" kèm xuống dòng.

PrinterQueue tuân theo các quy tắc sau:

* fileName có độ ưu tiên cao nhất sẽ được in trước.
* Các fileName có cùng độ ưu tiên sẽ in theo thứ tự FIFO (First In First Out) order.

Nhiệm vụ của bạn là hiện thực class PrinterQueue thỏa mãn các yêu cầu dữ liệu trên

**Lưu ý:** Bạn có thể thay đổi mọi thứ, thêm thư viện cần thiết ngoại trừ thay đổi tên class, prototype của 2 public method bắt buộc.

**Giải thích testcase 1:** File goodbye.pdf có độ ưu tiên là 2 và được thêm vào sớm hơn file goodnight.pdf (độ ưu tiên = 2) nên sẽ được in trước, sau đó đến file goodnight.pdf và cuối cùng là hello.pdf có độ ưu tiên thấp nhất (1)

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| PrinterQueue\* myPrinterQueue = new PrinterQueue();  myPrinterQueue->addNewRequest(1, "hello.pdf");  myPrinterQueue->addNewRequest(2, "goodbye.pdf");  myPrinterQueue->addNewRequest(2, "goodnight.pdf");  myPrinterQueue->print();  myPrinterQueue->print();  myPrinterQueue->print(); | goodbye.pdf  goodnight.pdf  hello.pdf |
| PrinterQueue\* myPrinterQueue = new PrinterQueue();  myPrinterQueue->addNewRequest(1, "hello.pdf");  myPrinterQueue->print();  myPrinterQueue->print();  myPrinterQueue->print(); | hello.pdf  No file to print  No file to print |

class PrinterQueue

{

// your attributes

public:

// your methods

void addNewRequest(int priority, string fileName)

{

// your code here

}

void print()

{

// your code here

// After some logic code, you have to print fileName with endline

}

};

class *Item*{

    private:

        int prior;

*string* filename;

    public:

        Item(*string* *filename*="", int *prior*=0){

*this*->prior = *prior*;

*this*->filename = *filename*;

        }

        void setdata(*string* *filename*, int *prior*){

*this*->prior = *prior*;

*this*->filename = *filename*;

        }

        int getPrior(){

            return *this*->prior;

        }

*string* getFilename(){

            return *this*->filename;

        }

        ~Item(){}

};

class *PrinterQueue*

{

    // your attributes

private:

*Item*\* item = **new** *Item*[100];

    int count = 0;

public:

    // your methods

    void addNewRequest(int *priority*, *string* *fileName*)

    {

        // your code here

        if(count == 100) return;

        item[count].setdata(*fileName*,*priority*);

        count++;

    }

    int findIndex(){

        int highestPriority = INT8\_MIN;

        int ind = -1;

        for(int i = 0; i < count;i++){

            if(item[i].getPrior() > highestPriority){

                ind = i;

                highestPriority = item[i].getPrior();

            }

        }

        return ind;

    }

    void print()

    {

        // your code here

        // After some logic code, you have to print fileName with endline

        int ind = *this*->findIndex();

        if(ind != -1){

            cout<<item[ind].getFilename()<<endl;

            for(int i =ind; i < count; i++){

                item[ind] = item[ind+1];

            }

            count--;

        }

        else{

            cout<<"No file to print"<<endl;

        }

    }

};

code tham khảo

#include <queue>

#include <vector>

#include <iostream>

using namespace std;

struct huh {

bool operator() (pair<int, string> a, pair<int, string> b) {

return a.first < b.first;

}

};

class PrinterQueue

{

public:

// your attributes

class Node{

public:

Node\*next;

int pri;

string s;

Node(Node\*next,int pri,string s){

this->next=next;

this->pri=pri;

this->s=s;

}

};

Node\*root;

PrinterQueue(){

root=nullptr;

}

public:

// your methods

void addNewRequest(int priority, string fileName)

{

if(root==nullptr) {

root=new Node(nullptr,priority,fileName);

return ;

}

Node\*temp=root;

Node\*prev=nullptr;

while(temp!=nullptr&&temp->pri>=priority){

prev=temp;

temp=temp->next;

}

if(prev==nullptr){

Node\* newroot=new Node(nullptr,priority,fileName);

newroot->next=root;

root=newroot;

}

else{

Node \*newnode=new Node(prev->next,priority,fileName);

prev->next=newnode;

}

}

void print()

{

// your code here

// After some logic code, you have to print fileName with endline

//cout<<pq.size()<<endl;

if (root==nullptr) {

cout << "No file to print" << endl;

return;

}

cout<<root->s<<endl;

Node\*temp=root->next;

delete root;

root=temp;

}

};

## Q12

Implement function push to push a new item to a maxHeap. You also have to implement ensureCapacity and reheapUp to help you achieve that.

template

class Heap{

protected:

T \*elements;

int capacity;

int count;

public:

Heap()

{

this->capacity = 10;

this->count = 0;

this->elements = new T[capacity];

}

~Heap()

{

delete []elements;

}

void push(T item);

void printHeap()

{

cout << "Max Heap [ ";

for (int i = 0; i < count; i++)

cout << elements[i] << " ";

cout << "]";

}

private:

void ensureCapacity(int minCapacity);

void reheapUp(int position);

};

// Your code here

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| Heap<int> maxHeap;  for(int i = 0; i <5;i++)  maxHeap.push(i);  maxHeap.printHeap(); | Max Heap [ 4 3 1 0 2 ] |

template<class T>

void Heap<T>::push(T item){

}

template<class T>

void Heap<T>::ensureCapacity(int minCapacity){

}

template<class T>

void Heap<T>::reheapUp(int position){

}

template<class *T*>

void Heap<*T*>::push(*T* *item*){

    ensureCapacity(count +1);

    elements[count] = *item*;

    count++;

    reheapUp(count-1);

}

template<class *T*>

void Heap<*T*>::ensureCapacity(int *minCapacity*){

    if(*minCapacity* >= capacity){

        //re-allocate

        int old\_capacity = capacity;

        capacity = old\_capacity + (old\_capacity >> 2);

        try{

*T*\* new\_data = **new** *T*[capacity];

            //OLD: memcpy(new\_data, elements, capacity\*sizeof(T));

            memcpy(new\_data, elements, old\_capacity\*sizeof(*T*));

            delete []elements;

            elements = new\_data;

        }

        catch(std::*bad\_alloc* e){

            e.what();

        }

    }

}

template<class *T*>

void Heap<*T*>::reheapUp(int *position*){

*T* temp = elements[*position*];

    int i = *position*;

    while(i>0 && temp > elements[(i-1)/2]){

        elements[i] = elements[(i-1)/2];

        i = (i-1)/2;

    }

    elements[i] = temp;

}

## Q13 lam lai, so voi reference code

Given an integer array nums. In each operation, two numbers are removed from array, and their sum is pushed back to the array. The cost of the operation is the sum of the two removed numbers.

**Request:** Implement function:

int reduceSum(vector<int>& nums);

Where nums is the mentioned array (the number of elements is between 1 and 100000). This function returns the minimum sum of cost after repeating the operation until the array is reduced to one element.

**Example:**

Given the array: [1, 2, 3, 4]

In the first operation, 1 and 2 are removed, and their sum is pushed back to the array. The cost of the operation is 3. After the first operation, the array is: [3, 3, 4].

Repeat the process, the minimum total cost should be 19.

**Note:**

In this exercise, the libraries iostream, string, cstring, climits, utility, vector, list, stack, queue, map, unordered\_map, set, unordered\_set, functional, algorithm has been included and namespace std are used. You can write helper functions and class. Importing other libraries is allowed, but not encouraged.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| vector<int> nums {1, 2, 3, 4};  cout << reduceSum(nums); | 19 |

int reduceSum(vector<int>& nums) {

// STUDENT ANSWER

}

struct cmp{

bool operator()(int a,int b){

return a>b;

}

};

int reduceSum(vector<int>& nums) {

// STUDENT ANSWER

priority\_queue<int,vector<int>,cmp> pq;

for(unsigned int i=0;i<nums.size();i++){

pq.push(nums[i]);

}

int sum=0;

//return 1;

while(pq.size()!=1){

int t1=pq.top();

pq.pop();

int t2=pq.top();

pq.pop();

sum=sum+t1+t2;

pq.push(t1+t2);

}

return sum;

}

## Q14

Given an array which the elements in it are random. Now we want to build a Max heap from this array. Implement functions Reheap up and Reheap down to heapify element at index position. We will use it to build a heap in next question.

To keep things simple, this question will separate the heap array, not store it in the class heap

void reheapDown(int maxHeap[], int numberOfElements, int index);  
void reheapUp(int maxHeap[], int numberOfElements, int index);

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| int arr[] = {1,2,3,4,5,6,7,8};  int size = sizeof(arr)/sizeof(arr[0]);  reheapDown(arr,size,0);  cout << "[ ";  for(int i=0;i<size;i++)  cout << arr[i] << " ";  cout << "]"; | [ 3 2 7 4 5 6 1 8 ] |
| int arr[] = {1,2,3,4,5,6,7,8};  int size = sizeof(arr)/sizeof(arr[0]);  reheapUp(arr,size,7);  cout << "[ ";  for(int i=0;i<size;i++)  cout << arr[i] << " ";  cout << "]"; | [ 8 1 3 2 5 6 7 4 ] |

void reheapDown(int maxHeap[], int numberOfElements, int index)

{

}

void reheapUp(int maxHeap[], int numberOfElements, int index)

{

}

void reheapDown(int *maxHeap*[], int *numberOfElements*, int *index*)

{

    if(*index* > (*numberOfElements*)/2 || *index*<0)   return;

    int i= *index*;

    int largest\_e=0;

        if((2\*i + 1) < *numberOfElements*){

            int left\_e= 2\*i +1;

            if((2\*i +2) < *numberOfElements*){

                int right\_e= 2\*i +2;

                if(*maxHeap*[left\_e] > *maxHeap*[right\_e])    largest\_e= left\_e;

                else    largest\_e= right\_e;

            }

            else    largest\_e= left\_e;

        }

        else    return;

        if(*maxHeap*[i] < *maxHeap*[largest\_e]){

            swap(*maxHeap*[i], *maxHeap*[largest\_e]);

            reheapDown(*maxHeap*, *numberOfElements*, largest\_e);

            //break;

        }

    return;

}

void reheapUp(int *maxHeap*[], int *numberOfElements*, int *index*)

{

    if(*index*<=0 || *index* >= *numberOfElements*)   return;

    int parent\_i= (*index*-1)/2;

    if(*maxHeap*[parent\_i] < *maxHeap*[*index*]){

        swap(*maxHeap*[parent\_i], *maxHeap*[*index*]);

        reheapUp(*maxHeap*, *numberOfElements*, parent\_i);

    }

    return;

}

## Q15 – dung mot phan

Implement method remove to **remove** the element with given value from a **maxHeap**, **clear** to remove all elements and bring the heap back to the initial state.  You also have to implement method **getItem** to help you. Some given methods that you don't need to implement again are **push**, **printHeap**, **ensureCapacity**, **reheapUp**, **reheapDown**.

class Heap {  
protected:  
    T\* elements;  
    int capacity;  
    int count;  
public:  
    Heap()  
    {  
        this->capacity = 10;  
        this->count = 0;  
        this->elements = new T[capacity];  
    }  
    ~Heap()  
    {  
        delete[]elements;  
    }  
    void push(T item);  
    int getItem(T item);  
    void remove(T item);  
    void clear();  
    void printHeap()  
    {  
        cout << "Max Heap [ ";  
        for (int i = 0; i < count; i++)  
            cout << elements[i] << " ";  
        cout << "]\n";  
    }  
private:  
    void ensureCapacity(int minCapacity);  
    void reheapUp(int position);  
    void reheapDown(int position);  
};  
  
// Your code here

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| Heap<int> maxHeap;  int arr[] = {42,35,30,15,20,21,18,3,7,14};  for (int i = 0; i < 10; i++)  maxHeap.push(arr[i]);  maxHeap.remove(42);  maxHeap.remove(35);  maxHeap.remove(30);  maxHeap.printHeap(); | Max Heap [ 21 20 18 15 14 7 3 ] |
| Heap<int> maxHeap;  int arr[] = {78, 67, 32, 56, 8, 23, 19, 45};  for (int i = 0; i < 8; i++)  maxHeap.push(arr[i]);  maxHeap.remove(78);  maxHeap.printHeap(); | Max Heap [ 67 56 32 45 8 23 19 ] |
| Heap<int> maxHeap;  int arr[] = { 13, 19, 20, 7, 15, 12, 16, 10, 8, 9, 3, 6, 18, 2, 14, 1, 17, 4, 11, 5 };  for (int i = 0; i < 20; ++i)  maxHeap.push(arr[i]);  maxHeap.clear();  maxHeap.printHeap(); | Max Heap [ ] |

template<class T>

int Heap<T>::getItem(T item) {

// TODO: return the index of item in heap

}

template<class T>

void Heap<T>::remove(T item) {

// TODO: remove the element with value equal to item

}

template<class T>

void Heap<T>::clear() {

// TODO: delete all elements in heap

}

// Your code here

template<class *T*>

int Heap<*T*>::getItem(*T* *item*) {

    // TODO: return the index of item in heap

    for(int i = 0; i < count; i++){

        if(elements[i] == *item*) return i;

    }

    return -1;

}

template<class *T*>

void Heap<*T*>::remove(*T* *item*) {

    // TODO: remove the element with value equal to item

    int index = getItem(*item*);

    if(index == -1) return;

    elements[index] = elements[count - 1];

    count--;

    reheapDown(index);

}

template<class *T*>

void Heap<*T*>::clear() {

    // TODO: delete all elements in heap

    while(count){

        remove(elements[0]);

    }

    delete[]elements;

    elements = **new** *T*[capacity];

}

## Q16 lam lai, so voi reference code

Given an array of non-negative integers. Each time, we can take the smallest integer out of the array, multiply it by 2, and push it back to the array.

**Request:** Implement function:

int leastAfter(vector<int>& nums, int k);

Where nums is the given array (the length of the array is between 1 and 100000). This function returns the smallest integer in the array after performing the operation k times (k is between 1 and 100000).

**Example:**

Given nums = [2, 3, 5, 7].

In the 1st operation, we take 2 out and push back 4. The array is now nums = [3, 4, 5, 7].

In the 2nd operation, we take 3 out and push back 6. The array is now nums = [4, 5, 6, 7].

In the 3rd operation, we take 4 out and push back 8. The array is now nums = [5, 6, 7, 8].

With k = 3, the result would be 5.

**Note:**

In this exercise, the libraries iostream, string, cstring, climits, utility, vector, list, stack, queue, map, unordered\_map, set, unordered\_set, functional, algorithm has been included and namespace std are used. You can write helper functions and classes. Importing other libraries is allowed, but not encouraged, and may result in unexpected errors.

For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| vector<int> nums {2, 3, 5, 7};  int k = 3;  cout << leastAfter(nums, k); | 5 |

int leastAfter(vector<int>& nums, int k) {

// STUDENT ANSWER

}

struct mycmp{

bool operator()(int a,int b){

return a>b;

}

};

int leastAfter(vector<int>& nums, int k) {

// STUDENT ANSWER

priority\_queue<int,vector<int>,mycmp> pq;

for(unsigned int i=0;i<nums.size();i++){

pq.push(nums[i]);

}

for(int i=0;i<k;i++){

int temp=pq.top();

pq.pop();

pq.push(temp\*2);

}

return pq.top();

}